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Abstract
The development of large-scale software systems requires the interaction of specialists with different areas of expertise. Communication and coordination among these specialists is of key importance to the success of a project. With the globalization of the software industry, these specialists are often distributed in several places complicating their coordination. This paper describes our experiences in the development of an Internet-based groupware environment to support software development. This environment, which integrates a set of tools that support several technical and administrative software development activities, was developed as the result of an evolutionary four-year process, where each year a different software development project was undertaken. We highlight the differences in coordination at different stages of this process arising from the use, or lack of use, of Internet-based collaborative tools.
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1 Introduction
Large-scale software development is a collaborative activity that requires the interaction of specialists from different fields. These specialists need to communicate their decisions and coordinate their activities for the project to succeed. Project and configuration management techniques have been advanced for these purposes. Commercial CASE tools by in large, however, provide only limited support for explicit collaboration.

In the current software product development practice most technical information is communicated through specifications and diagrams. Coordination among project participants is achieved by using scheduling techniques and development processes that are known to all participants. These procedures, however, are increasingly being challenged by a competitive environment that demands better quality with shorter software development cycles, and teams that are often geographically distributed.

Several research efforts in the area of Computer Supported Collaborative Work (CSCW) have focused on supporting collaborative software development. Several systems have been proposed in the areas of requirement identification (Iochpe, 1995; Ramesh, 1992), configuration control (Grinner, 1995), coding (Brothers, 1990), project management (Ly, 1997), technical reviews (Gintel, 1993; Mashayekhi, 1994), process definition and enactment (Hutchens, 1997), among other.

Our research efforts focus on the design, development, and testing of collaborative tools to support the software development process. The collective use of these tools, while
facilitating the software development process, will allow project participants to record the project’s memory, that is, the decisions made during the evolution of the project and the rationale behind them (Favela, 1997). We also investigate appropriate mechanisms for the retrieval of the group’s memory to assist in product maintenance and new project development (Rodríguez, 1998).

As part of this effort we have developed the DISEL (Distributed Software Engineering Laboratory) environment which incorporates custom-made groupware tools that support several software development activities, such as, project planning and control; technical reviews; object-oriented analysis; configuration management; collaborative document production; information sharing; and Web-based software maintenance.

In this paper we describe the motivation behind the development of these tools, their functionality and our experience in their use for the development of medium-size software systems. These systems were developed in a Software Engineering course in which the graduate students and professional software developers that register in it work as a team. Section 2 discusses collaborative software development and the specific context that has motivated the development of these tools and their evolution. Section 3 describes the DISEL architecture and some of the specific tools that the DISEL environment supports. In Section 4, we discuss some of the lessons we have learned in the use of these collaborative tools. Finally, Section 5 presents the conclusions of this work and proposes future work.

2 Collaborative Software Development

This chapter summarizes some of the observations we recorded during the development of medium-size software systems and which lead to the design and development of groupware tools to address these problems (Licea, 1996).

The Capability Maturity Model (CMM) states that, as organizations reach higher levels of maturity, individual activities turn into team activities (Patnayakuni, 1995; Paul, 1993). Although the need for collaborative support in software processes has been recognized, how to efficiently support this collaboration is still a subject of debate.

To this end, several types of tools have been proposed to support collaboration, coordination and communication in software development. In one end of the spectrum are traditional CASE tools, both commercial and research products, that are incorporating collaborative facilities, mostly in form of a workflow that uses a central repository of project information (product and process) to which all participants have restrained access. On the other hand there are collaborative applications aimed at supporting a specific software development task. These tools are often more sophisticated in terms of their collaborative features but have limited impact since they concentrate on specific tasks.

The approach followed in DISEL combines, to some extent, the previous two. Our aim is to create a flexible environment that incorporates a variety of loosely integrated tools that take advantage of shared resources and which could be more or less valuable depending on the nature of the project being undertaken (group size, group location, etc.). Rather than defining a complete and complex environment from the start, we have followed an evolutionary approach. In this approach we first identify the more pressing communication and coordination problems within a software development project, design the processes and tools that can better address this problems, implement the tools and test them in a new project in which we identify new collaboration problems that results in the modification of these tools or the development of new ones.

2.1 The Software Development Projects Analyzed

We have followed the development of 4 medium-sized software systems in the last four years. During the first three years, the systems were developed in a period of 12 weeks by 14 to 20 member groups, which combined graduate students and professionals from regional software development companies (Table 1). A fourth course lasted 32 weeks and included students from institutions in two different countries: MIT in the USA and CICESE in Mexico. In all of these projects each participant assumes a role in the project, one of them acts as the Project Manager, another one is in charge of quality control, two or three of them design the system, etc. The members of the team worked at up to four different locations in up to two different cities (projects 2 and 4). All participants meet once a week to report advances and coordinate activities. In addition to these weekly meetings they communicated using different facilities such as e-mail, telephone and fax.

<table>
<thead>
<tr>
<th>Project</th>
<th>Number of participants</th>
<th>Location of group members</th>
<th>CSCW support</th>
</tr>
</thead>
<tbody>
<tr>
<td>CRAB</td>
<td>16</td>
<td>Co-located</td>
<td>e-mail</td>
</tr>
<tr>
<td>EFYCAZ</td>
<td>14</td>
<td>Distributed</td>
<td>LotusNotes</td>
</tr>
<tr>
<td>SICC</td>
<td>20</td>
<td>Distributed</td>
<td>Kilinya WWW environment</td>
</tr>
<tr>
<td>DISEL</td>
<td>18</td>
<td>Fully distributed</td>
<td>DISEL WWW environment</td>
</tr>
</tbody>
</table>

Table 1: Software projects studied and supported by CSCW tools.
2.2 Communication and Coordination Issues Raised in the Projects

In the first project computer-mediated communication was limited to e-mail. For the second project we designed and implemented LotusNotes databases that were used in the last five weeks of the project to support project and configuration management activities. In the third project, participants used the Kiliwa collaborative support environment which integrates a suite of groupware tools on the Internet. The development of Kiliwa was motivated by our experiences and observations of the first two projects. The experiences of the third project were used to enhance Kiliwa into what we call the DISEL (Distributed Software Engineering Laboratory) Web-based software development environment. In the reminder of this section we describe our experiences with the first two projects. Those from the last project are presented in Section 4.

2.2.1 The CRAB Project

The CRAB system was developed under request of a local library to provide distributed access to its catalog. The project reported several delays and coordination problems. These deficiencies were mostly attributed to poor group integration (Licea, 1996). Nevertheless, we identified a couple of issues that could lead to improved group performance with appropriate support tools. These were project control and configuration management as explained ahead. It is not surprising that these activities correspond to two of the Key Processes Areas to which organizations should focus their efforts in order to achieve Level 2 maturity according to the CMM, namely Software Project Tracking and Oversight and Software Configuration Management (Paul, 1993). Given the tight development schedule (the project had to be completed, from analysis to testing and delivery in 12 weeks), project participants had to report frequently on the status of the tasks assigned to them. These reports were handed out to the Project Manager on the weekly meetings. Progress reports were often late complicating the Project Manager’s task of estimating delays and re-assigning work. Furthermore, project participants lacked awareness of overall project status.

Change control was also stressed by the tight development schedule. Once change requests began to arrive with frequency by the late stages of design, the Configuration Manager found difficulties in resolving these requests in a timely manner. The delays in resolving and communicating the decisions of the Change Control Board to the rest of the group added to the delays and confusion by project participants.

2.2.2 The EFYCAZ Project

The EFICAZ system was developed for a professional service organization to keep control of their personnel assignments and work record. For this project we developed a couple of LotusNotes databases to support the project tracking and configuration management. The first database allowed participants to submit their weekly reports, review their individual progress as well as the tasks assigned to them. Overall project status was still communicated during the weekly meetings. The second database allowed participants to place a Change Request Order from their terminals. The system helped the Configuration Manager to keep track of change requests and their status. The decision of whether to accept or reject a given change request were resolved by voting through electronic means and occasional meetings.

These databases, evaluated during the second project, were found to be useful, although not completely convenient. Chief among their limitations was the fact that we had only a limited number of computers equipped with LotusNotes clients, and some of the participants found it difficult to access them to send their reports or request a change. This motivated us to port these tools to the World Wide Web and enhance them to address some of their other limitations.

The second project was considered successful, although we wouldn’t argue that this was directly caused by the new tools developed to enhance computer-mediated communication and coordination. However, the success was largely based on improved team harmony (Licea, 1996), defined as the facility with which project participants coordinate their work and communicate about design issues with each other (Souder, 1988). In addition, we identified the distribution and review of analysis and design diagrams as an area in which CSCW tools could help improve the next project. This is further explained next.

Most technical communication among group members referred to documents produced within the group, specially the analysis and design diagrams that were developed using the object-oriented methodology Object Modeling Technique (OMT) (Rumbaugh, 1991). These diagrams were reviewed in separate technical review meetings. They were modified following the recommendations from these meetings and frozen afterwards as versions 1.0. Subsequent revisions to these diagrams had to follow a change control procedure administered by the Configuration Manager. Change requests were evaluated by a committee. If the suggested change was accepted this decision was informed to all the participants affected by it and a change order was sent to the person responsible for implementing it.

Most of the changes to the analysis and design diagrams were originated when other members of the team used them down the development process. For instance, most of the change requests to the design diagrams were originated by the programmers while in the process of implementing the
design. The programmers' careful review and discussion of the design was complicated by the fact that the programming group made of four people was geographically distributed. A typical scenario was as follows: One of the programmers would find what he thinks is a mistake in the design, he will discuss this to other members of the programming group by e-mail, or more frequently, by telephone. In the former case, the two programmers will make extensive references to the design diagrams, which they had at hand, during the conversation. Once an agreement is reached to report the defect one of them fills a Change Request Form that is given to the Configuration Manager to be discussed during the next configuration committee meeting. Although at the end of the project this last part of the process was supported by a workflow system implemented in LotusNotes, the programmers' work was often suspended until a resolution to the change request was reached and the design diagrams were modified. In some instances, the changes to the diagrams originated new change requests.

As part of the development process revised versions of the design diagrams have to be frequently distributed to the programmers. This was done using fax or snail-mail for those programmers that were not co-located with the design team. Considering that the project had a very tight schedule, short delays in the receipt of the design originated communication problems between the programming team that worked with different versions of the design.

The problems just described motivated us to find a better mechanism to distribute the analysis and design models and to facilitate the interpretation and discussion of the information contained in them. Our first alternative was to import the diagrams into LotusNotes which could give us the additional advantage of supporting argumentation threads of the analysis and design diagrams, a limited form of technical review. At the end, we opted for a different solution based on the automatic generation of HTML documents from the CASE tool used to assist during analysis and design. This was implemented in the ICARO system.

ICARO (Licea et al., 1996b) extends a commercial CASE tool to allow for asynchronous distributed collaboration over the WWW. The extended tool can be used by project participants to keep them updated with changes in the analysis and design diagrams, to inquire about technical issues of the project that is being co-developed, and to argue the merits of a particular design decision.

The commercial tool, which supports the creation of object oriented analysis and design models, is extended to automatically generate HTML versions of these documents. The HTML files can be consulted by all team members, even if they work in different places. The HTML files include calls to Java applets that allow the reviewers to ask questions about the models, argue about the merits of decisions made, or suggest changes to be made. These arguments are stored in argumentation threads that can be consulted using a WWW browser.

2.2.3 The SICC Project

SICC is a web-based information system developed for the local Chamber of Commerce. In this project most of the documentation produced (design diagrams, text cases and results, project plan, etc.) were stored as HTML documents accessible to all team members. There was, however, poor document integrity and some redundant information. The document specialist, responsible for the web-repository, had trouble maintaining the integrity of the site which evolved quite fast as the project progressed.

Communication was enhanced with respect to the previous project, since all participants could rapidly find updated documents from any computer using a Web browser. Some documents, however, were not reported to the document specialists and thus were not reachable from the site's main page. This was often the case for preliminary versions that were being co-developed in subgroups. The effort required to maintain the site was considerable, but the benefit of the repository goes beyond the project's development effort as it should facilitate its maintenance and be a valuable reference for future projects.

During this project, the ICARO tool was no longer used. The reason was that the CASE tool used to create the analysis and design diagrams was substituted by a more powerful one with support to directly export the diagrams to HTML. Thus, we started development of the SCART system, to support the technical review of all kinds of software development documents. The development of this tool coincided with the need for a more formal review processes that included inspections and walkthroughs and not only the informal argumentation of documents supported by ICARO. SCART is explained in greater detail in the next section.

As a result of this experience we set the following priorities: a single access point to all the tools and data to the user, and the integration of data used by all the tools. The resulting environment is presented in the next section.

3 The DISSEL Environment

In this section we describe the elements that constitute the DISSEL environment. Some of these elements were purposely developed for use with DISSEL, and some others were developed previously and integrated into DISSEL.

The DISSEL environment has a multilayer architecture that allows DISSEL applications to access a data base with all the documentation (text documents, diagrams, images, schedules,
etc.) produced during the development of a software project. DISEL applications can share these documents and use them in different phases of the development process. Figure 1 shows the architecture of DISEL.

![Architecture of DISEL](image)

**Figure 1: The architecture of DISEL.**

In the deepest layer is the Database which contains the documentation produced during the development of a particular software project. These documents can be accessed by all DISEL applications through the DISEL Object Model, which provides a mechanism for different applications to share the documents generated by others.

The DISEL Object Model is included in the second layer and provides a product and process model of software development. The DISEL Object Model helps the Web and COCHI servers store and retrieve documents or records from the Database to or from the Data Repository. The DISEL Object Model presents a higher level of abstraction to the applications. In this way, for instance, the group could use a project management tool to schedule a technical review meeting and the tool used to support this meeting will be aware of it. The DISEL Object Model is partially implemented to support data connectivity between several of the tools in DISEL.

On top of the DISEL Object Model layer, there is a third layer that contains the different servers used by DISEL. There are two servers: A web server that supports asynchronous applications that operate through the Web and the COCHI server, described in the next section, which provides a basic collaboration infrastructure for synchronous applications. The first group of applications might also require dedicated servers as is currently the case of the COARSY collaborative document editing and review system and SCART, used to support technical review meetings.

The next layer corresponds to the DISEL applications: COARSY, WCM and SCART that are web-based and C²TO, CUC, and CPM that were implemented as Java applications based on COCHI’s platform. All of these applications can be invoked by the DISEL user interface (essentially a web-page with links to applications and data), which forms the last layer of the DISEL architecture. There are therefore two levels of integration between all applications. At one end, is the DISEL Object Model, which provides a common interface to access data produced by all the applications. At the other end, is the DISEL user interface, a single access point to all DISEL applications. A new application could be loosely integrated to the system by just adding a link in the DISEL user interface or could achieve a higher level of integration by sharing with other applications through the DISEL Object Model.

In the remainder of this section we present the different tools already integrated in DISEL, starting with a brief description of COCHI. These tools are grouped in three main areas: Requirement Analysis, Project Management, and Control, the last of which includes Quality Control and Configuration Management.

### 3.1 Collaborative Software Development Tools Based on COCHI’s Platform

COCHI (Collaborative Objects for Communication and Human Interaction) (Licea, 1998) is a platform that supports the development of collaborative applications based on a reusability technique called pattern systems (Buschmann, 1996).

COCHI, as a pattern system, contains software patterns that help in the design and implementation of a collaborative application. It includes an architectural pattern that defines the general structure of a client-server based collaborative application, a set of design patterns that describe the subsystems that form the architectural pattern and two Java class frameworks that implement the design patterns and support the rapid development of collaborative applications.

The first element of the COCHI pattern system is a layered architecture composed of several subsystems. The architecture itself is based on a design pattern (Client-Server design pattern) that allows participant’s applications to communicate with each other through a server using a predefined protocol. Figure 2 shows the architecture of COCHI.

The server is composed of three layers. The Client-Server design pattern includes all the necessary elements to allow communication between a server and applications connected to it. The collaboration layer of the server includes five subsystems that extend the Client-Server design pattern included in the server layer. The configuration layer allows participants to configure the characteristics of the session.

The participant includes four layers. The client layer includes the Client-Server design pattern. The collaboration layer of a session participant has the same five subsystems included in the collaboration layer of the server, so each
The subsystem of the participant interacts with the corresponding subsystem of the server. The collaborative interface layer represents the interface between the developer and the collaboration layer, its features and services. This layer includes the necessary elements for developing groupware applications based on the COCHI platform. The application layer is the groupware application itself.

The Java class frameworks of the COCHI pattern system contain the implementation of all the classes included in the design patterns. These frameworks have been used for the development of several small and medium-size collaborative applications like some of the ones included in the DISEL architecture.

3.2 Requirement Analysis Tools

Requirement analysis is one of the most important steps of the software development process. It is the first technical task and sets the basis for the process. Some of the most common reasons of project failure have to do with poor requirement analysis: failure to identify the client's real needs, feature explosion, failure to control the requirements, etc. This is a collaborative process in which at least two individuals participate, the client and the analyst. The recognition of this fact has given impulse in recent years to area known as Participatory Design (Muller, 1993).

DISEL incorporates two collaborative synchronous tools to support this process: The CUC (Collaborative Use Case) diagramming tool and C3TO to facilitate Object Oriented Analysis using the Class- Responsibility-Collaborators technique.

3.2.1 Drawing Use Case Diagrams with CUC

Use Case diagrams are used to describe the typical scenarios of use in an information processing system (Jacobson, 1992). A use case diagram shows a set of external actors and their connections (or relations) to the use cases that the system provides. These diagrams help to obtain the requirements specification of a software system during the object-oriented analysis phase and have also been found useful in the scheduling and management of projects since they can be used to divide and identify the work to be done.

The Collaborative Use Cases drawing tool (CUC) is a collaborative application that can be used to draw use case diagrams in a synchronous groupware session. Figure 3 shows the main windows of this application that was implemented with the class frameworks of the COCHI platform. COCHI’s frameworks allow developers to include features such as collaboration awareness, communication media, floor control mechanism, session management, that are common to most synchronous groupware.
3.2.2 Collaborative CRC Case Tool

C'TO is a synchronous collaborative tool written in Java which supports the analysis of scenarios in the object-oriented analysis of a system using the CRC (Class-Responsibility-Collaborators) technique (Beck, 89). This technique proposes the use of cards which represent classes. These cards are filled with the following information: the classes’ name, its responsibilities, and its interactions. These cards are created using scenarios, taken from the requirements of the system, which model their behavior. Each card is divided in three sections. At the top-left of the card is its name, to the left is the list of responsibilities and in the right are the collaborators, or other classes with which this card is related.

The C'TO system allows for the interaction of members of the analysis team including the analyst and a domain expert. It allows them to work at the same time in the analysis of scenarios while filling the cards. The tool provides a WYSIWIS (What You See is What I See) interface for card edition in which all participants see the same information. Only one person can edit the cards at a time. The floor control has to be explicitly requested and granted. Users communicate by written messages or using an audio or videoconferencing application external to C'TO. This tool was developed using the COCHI pattern system.

3.3 Project Management

Three tools have been developed to support project management: CPM, a synchronous collaborative tool for project planning, ProCon, a workflow system to keep control of individual’s progress and overall project status, and COARSY, an application for the collaborative edition and review of HTML documents.

3.3.1 Collaborative Project Management (CPM)

CPM is a synchronous collaborative tool for project planning. It allows the project manager to specify and schedule project activities. These activities could be displayed using Gantt chart and they can be analyzed using the Critical Path Method (CPM). In contrast with other project planning tools, CPM can be used simultaneously by two or more users who can collaborate in the definition of activities, the estimation of their duration, analysis of delays and rescheduling. In a typical scenario, the project manager might start a session with one of the participants to discuss the status of an activity for which
he is responsible. Through discussion and negotiation and by analyzing the effects on the whole project, they might decide to give additional time for this activity to be finished and make all appropriate adjustments to the project plan. CPM was implemented using the COCHI pattern system. Figure 4 shows the interface of the tool, including the list of activities, a Gantt chart, a list of shared document with progress reports and textual communication with collaboration awareness as pictures of all participants in the session.

3.3.2 Project Control (ProCon)

ProCon was developed as a set of CGI-scripts accessed via HTML forms to help the project administrator with this tasks such as sending project status updates to all members and sending weekly lists of assigned activities to individual members or groups.

Every week, each member of the project accesses a report form and describes all activities performed during that week, and reports progress (percentage of completion and reasons for delays) on those activities explicitly assigned to him. Once submitted these reports are sent to the project manager, and optionally, to all project members who asked to receive such reports. ProCon also provides HTML forms meant to be filled by the project administrator to send tasks assignments to individual project members or sub-groups.

3.3.3 Project Documentation (COARSY)

A considerable amount of a software developer’s time is spent reading or writing documents. The creation of these documents is, in most cases, a collaborative activity. The most common approach might be for one individual to prepare a draft to be handed out for review to others. COARSY is a collaborative system that facilitates the edition and review of HTML documents (Ruiz, 1998). A document that is to be co-authored or reviewed is registered in the system. Each participant is assigned a role (co-author or reviewer). A co-author can modify the text and add contributions that can be of several types (change, comment and question). A reviewer cannot alter the text but he can make contributions. The contributions can be made at different levels of granularity (document, section or paragraph), they can anonymous or identified. Figure 5 shows the interface of the COARSY system. The main window is divided in two frames, one displays the document, and the other one the contributions.

![Figure 4: Project planning using the CPM tool.](image-url)
By selecting one element of the document, a paragraph, for instance, all contributions made to this element are highlighted and displayed in the bottom window, this greatly simplifies making corrections to the main document. The example shown in Figure 5 corresponds to a document sent by a project manager proposing changes to the original schedule, the changes are discussed by all participants using COARSY.

3.4 Quality Control and Configuration Management

The third group of DISEL applications helps control of development of the project and correspond to the areas of quality control and configuration management. The first tool, named SCART, supports distributed technical review meeting, while WCM is a web-based change control system.

3.4.1 Managing Change in Software Development (WCM)

Configuration management combines tools and techniques to control the software development process; it controls different versions of documents generated through the project’s life cycle and keeps control over modules that have been coded in order to avoid update and simultaneous maintenance problems.

A software tool named WCM (Web Configuration Manager) was developed for the DISEL system. WCM is a workflow automation system that allows any project participant to request a change. He does so by filling a Web form that is sent to the Configuration Manager.

Every time a change request is made, a web page with information related to the request is automatically generated and a message is sent to the Configuration Manager indicating where the generated page is. After reviewing the change request he can inform the members of the change control board to review the change request and express their opinion as to whether it should be accepted or not. If the change is accepted, change orders are e-mailed to those involved in such change, if it is not accepted e-mail is sent to the person(s) that requested the change informing him of the decision. A management module allows the Configuration Manager to keep track of all requests made and their status.

![Figure 5: COARSY permits the co-authoring and review of HTML documents.](image-url)
3.4.2 Technical Review Meetings (SCART)

SCART supports the review of technical documents by a local and/or distributed group of reviewers, in a way similar to traditional review meetings (Fagan, 1976). The review meetings supported are of two types: inspection and walkthrough. The main idea is to reduce the stress of the participants in the meeting, and reduce the costs of travels when the reviewers are geographically distributed.

To begin the technical review meeting the document to be reviewed is registered in the system along with all participants. The reviewers are electronically notified of their participation and the location where they can find the document (see Figure 6). In an inspection, first an asynchronous review takes place, in which each participant uses SCART to review the documents and register the defects found in it. In a second phase the meeting takes place. Participants to the meeting can be co-located or distributed and they use SCART to navigate through the document as each reviewer describes the defects found in it. In this phase, the web-browsers are synchronized by SCART, thus, all participant see the same information controlled by the one control of the floor.

4 Lessons Learned with the Use of DISEL

Before we present our observations in the use of DISEL, we first describe the characteristics of the project in which this environment was used which differed in some important aspects from the previous projects.

In contrast with the previous projects described in Section 2, the DISEL project lasted 32 rather than 12 weeks and had 18 students from institutions in two different countries: MIT in the USA and CICESE in Mexico. This also added the difficulty that half the group had to communicate using their non-native language (English).

The last important difference with the previous project had to do with the nature of the problem to be addressed. In previous projects the team had to obtain the requirements from a client. This trained them in requirement gathering techniques such as interviews, surveys, etc. For this project the requirements were very general “develop a tool to support collaborative distributed design” and the group had to come up with an innovative product. This forced the group to communicate more during the first phase of the project but also raised the tension between the participants, in particular those in charge of requirement analysis and specification.

![Figure 6: List of defects found in the inspection of a document using SCART.](image-url)
Given the distributed nature of the project, all formal meetings with all members of the group were done using videoconferencing equipment. Given the additional technical difficulties special emphasis was placed on elaborating agendas for the meetings and controlling the time planned for each item in the agenda.

Every month a survey was conducted among all participants to measure a number of issues ranging from aspects such as team harmony and the use of tools. We also analyzed the electronic messages sent to all participants and the issues discussed in the meetings.

Of particular interest was the participant’s perception and ability to communicate with other group members and follow the progress of the team. In both cases the group’s perception was that the project started with poor communication and coordination, this was raised as the project progressed and hit a new low towards the end of the project. This was in part due to the fact that most participants were at the end concentrated on their own work, which was more clearly defined and there was less need for close collaboration. Interestingly, their overall satisfaction with the experience followed the opposite trend, started being good, it went down as they found difficulties coordinating their work and it went up again in the last two months of the project as they learned to deal with the issues presented by the project.

Several of the tools provided by the DISEL environment were used frequently and were considered valuable. In particular, having a repository with all project information was rated high. They could all access the different versions of the documents being produced to review them and/or used them for their own work. Diagram and document sharing through the WWW solved the distance problem, accelerated the analysis and design stages and allowed programmers to begin their work while the design was being corrected.

This configuration management tool helped the group to have a better and quicker response to changes in documents, diagrams and code, minimizing the idle time and accelerating the development process. It was mostly used during the design phase.

Technical review meetings were partially supported by SCART. The system was used mostly in its synchronous version since most reviews were walkthroughs rather than inspections. In this case, one SCART client was used in each side with a projection system for all participants to follow the issues being discussed during the review.

The requirement analysis tools (CUC and C³TO) were not used much. The analysts preferred to work alone and then distribute the document to their college for its review. In this phase a requirement tracking system could have been more useful.

One of our findings is that being the group distributed there was a very high overhead to contact a college in the remote location. Even if only simple information was required an e-mail had to be sent, or even worst, a meeting scheduled. This has led us to design an environment to support informal opportunistic interactions among project participants when they access project information. The system operates as follows: when user request a web page from the repository his userID and current URL is sent to an awareness server that has information of all current users’ location. Every time a user moves to a different page, this information is updated to all other users and displayed in a separate window. This way all users are aware of the information other project participants are browsing at a particular moment in time. By selecting a user from the awareness window a user can request to initiate textual communication with that user (eventually audio and video). If the other user accepts the request they can start communicating. The awareness architecture is similar to the one proposed in (Palfreyman, 1996), but it is only implemented in the web server where the project repository is contained and allows collaboration among users. We expect to test this system in a new project shortly.

5 Conclusions

Communication and coordination in software development projects has been a subject of research for several years. Most research in this area concentrates on observing work in progress (Button, 1996; Kraut, 1995; Potts, 1996;Walz, 1993). These studies, however, do not evaluate the use of groupware, but mostly concentrate on other coordination techniques and artifacts, such as meetings, project and configuration management techniques, etc.

On the other hand, it’s been widely recognized that groupware systems need to be evaluated while in use, given the complexity of human collaboration (Grudin, 1989). However, most of the groupware tools developed in the last few years to support the software processes have not been evaluated at all, and if so, only in the limited extent of the specific task that they support (Atwood, 1995). The research proposed in this paper tries to reconcile these two extremes (evaluate team work without groupware and develop groupware which is not evaluated).

To this end, we have followed a project-based Software Engineering graduate course over the last four years in which we have developed medium-sized projects with the purpose of understanding the collaborative software development processes and how groupware tools can enhance these processes. Based on this, we have implemented and tested several groupware tools which have lead to the DISEL software development environment. We plan to enhance DISEL in the directions discussed in previous sections.

Some concluding remarks based on the experiences discussed are the following:
The tools developed have been proposed to attend very specific concerns that were raised from the experience of previous projects.

All these tools support the development process being followed in the project and which aims at achieving a level 2 maturity according to the CMM model (Paul, 1993).

The Web facilitates the loosely integration of these tools. By simply adding appropriate links one can easily move from one tool to another and to the project’s documentation as required.

The Web raises the expectations of the users in the sense that they expect up-to-the-minute information of the project and this can lead them to think that it is not necessary to consult other sources of information and forces the group to continuously update the web server.

Based on our experience, the DISEL environment is a step in the right direction of supporting the whole software development process. In a similar way in which the CMM recommends software organizations to progress gradually to higher levels of maturity by focusing first on the most pressing issues, we have followed an evolutionary approach in which new tools introduced respond to the experience of previous projects.

There are, however, important limitations in the work presented here. As described above, the tools adhere to a specific software development process being enforced on the group. Most of these tools might not be useful to a group developing by prototyping or following a more informal development process. Also, we have been both responsible for the projects as well as for implementing and testing the tools described. In this regard we cannot be totally objective and by asking the group to use a particular tool we might be interfering in the experiment itself. Finally, there is a considerable effort required to set up the DISEL repository before the start of each project as well as during its maintenance.

The DISEL environment is just the beginning in the way for a more mature environment, such as Baensch’s vision of a Global Software Highway (Baensch et al., 1995), but our experience tells us that the web adds new capabilities (global distribution, browser-based access) to rather well established software engineering methods.

In the near future we will focus on supporting the collaborative modeling of software processes and not only their enactment (Patnayakuni, 1995; Araujo, 1999). This focus corresponds to the requirement for organizations to define the processes they follow in order to reach the third maturity level of the CMM.
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